**Exercises on Microservices with Spring Boot 3.0**

**1.Build a User and Order Management System Problem**

**pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0" ...>

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>user-service</artifactId>

<version>1.0</version>

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<dependency>

<groupId>com.mysql</groupId>

<artifactId>mysql-connector-j</artifactId>

</dependency>

</dependencies>

</project>

**application.properties**

server.port=8081

spring.datasource.url=jdbc:mysql://localhost:3306/userdb

spring.datasource.username=root

spring.datasource.password=yourpassword

spring.jpa.hibernate.ddl-auto=update

**User.java**

package com.example.userservice.entity;

import jakarta.persistence.\*;

@Entity

public class User {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String name;

private String email;

// Getters and Setters

}

**UserRepository.java**

package com.example.userservice.repository;

import com.example.userservice.entity.User;

import org.springframework.data.jpa.repository.JpaRepository;

public interface UserRepository extends JpaRepository<User, Long> {}

**UserService.java**

package com.example.userservice.service;

import com.example.userservice.entity.User;

import com.example.userservice.repository.UserRepository;

import org.springframework.stereotype.Service;

import java.util.List;

@Service

public class UserService {

private final UserRepository repo;

public UserService(UserRepository repo) {

this.repo = repo;

}

public List<User> getAllUsers() {

return repo.findAll();

}

public User getUserById(Long id) {

return repo.findById(id).orElse(null);

}

public User saveUser(User user) {

return repo.save(user);

}

}

**UserController.java**

package com.example.userservice.controller;

import com.example.userservice.entity.User;

import com.example.userservice.service.UserService;

import org.springframework.web.bind.annotation.\*;

import java.util.List;

@RestController

@RequestMapping("/users")

public class UserController {

private final UserService service;

public UserController(UserService service) {

this.service = service;

}

@GetMapping

public List<User> getAll() {

return service.getAllUsers();

}

@PostMapping

public User create(@RequestBody User user) {

return service.saveUser(user);

}

@GetMapping("/{id}")

public User getUser(@PathVariable Long id) {

return service.getUserById(id);

}

}

**OrderService (port 8082)**

<project xmlns="http://maven.apache.org/POM/4.0.0" ...>

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>order-service</artifactId>

<version>1.0</version>

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.cloud</groupId>

<artifactId>spring-cloud-starter-openfeign</artifactId>

</dependency>

<dependency>

<groupId>com.mysql</groupId>

<artifactId>mysql-connector-j</artifactId>

</dependency>

</dependencies>

<dependencyManagement>

<dependencies>

<dependency>

<groupId>org.springframework.cloud</groupId>

<artifactId>spring-cloud-dependencies</artifactId>

<version>2023.0.1</version>

<type>pom</type>

<scope>import</scope>

</dependency>

</dependencies>

</dependencyManagement>

</project>

**application.properties**

server.port=8082

spring.datasource.url=jdbc:mysql://localhost:3306/orderdb

spring.datasource.username=root

spring.datasource.password=yourpassword

spring.jpa.hibernate.ddl-auto=update

**Order.java**

package com.example.orderservice.entity;

import jakarta.persistence.\*;

@Entity

public class Order {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String product;

private Long userId; // FK to User

// Getters and Setters

}

**OrderRepository.java**

package com.example.orderservice.repository;

import com.example.orderservice.entity.Order;

import org.springframework.data.jpa.repository.JpaRepository;

public interface OrderRepository extends JpaRepository<Order, Long> {}

**UserClient.java**

package com.example.orderservice.client;

import org.springframework.cloud.openfeign.FeignClient;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.PathVariable;

@FeignClient(name = "userClient", url = "http://localhost:8081/users")

public interface UserClient {

@GetMapping("/{id}")

Object getUserById(@PathVariable Long id);

}

**OrderService.java**

package com.example.orderservice.service;

import com.example.orderservice.client.UserClient;

import com.example.orderservice.entity.Order;

import com.example.orderservice.repository.OrderRepository;

import org.springframework.stereotype.Service;

import java.util.List;

@Service

public class OrderService {

private final OrderRepository orderRepo;

private final UserClient userClient;

public OrderService(OrderRepository orderRepo, UserClient userClient) {

this.orderRepo = orderRepo;

this.userClient = userClient;

}

public List<Order> getAll() {

return orderRepo.findAll();

}

public Object placeOrder(Order order) {

Object user = userClient.getUserById(order.getUserId());

if (user != null) {

return orderRepo.save(order);

}

throw new RuntimeException("User not found");

}

}

**OrderController.java**

package com.example.orderservice.controller;

import com.example.orderservice.entity.Order;

import com.example.orderservice.service.OrderService;

import org.springframework.web.bind.annotation.\*;

import java.util.List;

@RestController

@RequestMapping("/orders")

public class OrderController {

private final OrderService service;

public OrderController(OrderService service) {

this.service = service;

}

@GetMapping

public List<Order> getAll() {

return service.getAll();

}

@PostMapping

public Object placeOrder(@RequestBody Order order) {

return service.placeOrder(order);

}

}

**OrderServiceApplication.java**

package com.example.orderservice;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.cloud.openfeign.EnableFeignClients;

@SpringBootApplication

@EnableFeignClients

public class OrderServiceApplication {

public static void main(String[] args) {

SpringApplication.run(OrderServiceApplication.class, args);

}

}

Output:

**UserServiceApplication.java**
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**![](data:image/png;base64,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)**

**2. Inventory Management System with Service Discovery**

**pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0" ...>

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>config-server</artifactId>

<version>1.0.0</version>

<dependencies>

<dependency>

<groupId>org.springframework.cloud</groupId>

<artifactId>spring-cloud-config-server</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

</dependencies>

<dependencyManagement>

<dependencies>

<dependency>

<groupId>org.springframework.cloud</groupId>

<artifactId>spring-cloud-dependencies</artifactId>

<version>2023.0.1</version>

<type>pom</type>

<scope>import</scope>

</dependency>

</dependencies>

</dependencyManagement>

</project>

**application.properties**

server.port=8888

spring.cloud.config.server.git.uri=https://github.com/YOUR\_USERNAME/inventory-config

**ConfigServerApplication.java**

@SpringBootApplication

@EnableConfigServer

public class ConfigServerApplication {

public static void main(String[] args) {

SpringApplication.run(ConfigServerApplication.class, args);

}

}

Eureka Server(Port: 8761)

**pom.xml**

<dependencies>

<dependency>

<groupId>org.springframework.cloud</groupId>

<artifactId>spring-cloud-starter-netflix-eureka-server</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

</dependencies>

**application.properties**

server.port=8761

eureka.client.register-with-eureka=false

eureka.client.fetch-registry=false

**EurekaServerApplication.java**

@SpringBootApplication

@EnableEurekaServer

public class EurekaServerApplication {

public static void main(String[] args) {

SpringApplication.run(EurekaServerApplication.class, args);

}

}

**ProductService**

**pom.xml**

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<dependency>

<groupId>com.mysql</groupId>

<artifactId>mysql-connector-j</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.cloud</groupId>

<artifactId>spring-cloud-starter-config</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.cloud</groupId>

<artifactId>spring-cloud-starter-netflix-eureka-client</artifactId>

</dependency>

</dependencies>

**ProductServiceApplication.java**

@SpringBootApplication

@EnableDiscoveryClient

public class ProductServiceApplication {

public static void main(String[] args) {

SpringApplication.run(ProductServiceApplication.class, args);

}

}

**Product.java**

@Entity

public class Product {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String name;

private String description;

}

**ProductRepository.java**

@RestController

@RequestMapping("/products")

public class ProductController {

private final ProductRepository repo;

public ProductController(ProductRepository repo) {

this.repo = repo;

}

@PostMapping

public Product save(@RequestBody Product p) {

return repo.save(p);

}

@GetMapping

public List<Product> all() {

return repo.findAll();

}

}

**InventoryService**

**InventoryServiceApplication.java**

@SpringBootApplication

@EnableDiscoveryClient

public class InventoryServiceApplication {

public static void main(String[] args) {

SpringApplication.run(InventoryServiceApplication.class, args);

}

}

**Inventory.java**

@Entity

public class Inventory {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private Long productId;

private Integer quantity;

}

**InventoryRepository.java**

public interface InventoryRepository extends JpaRepository<Inventory, Long> {

Inventory findByProductId(Long productId);

}

**InventoryController.java**

@RestController

@RequestMapping("/inventory")

public class InventoryController {

private final InventoryRepository repo;

public InventoryController(InventoryRepository repo) {

this.repo = repo;

}

@PostMapping

public Inventory add(@RequestBody Inventory i) {

return repo.save(i);

}

@GetMapping("/{productId}")

public Inventory get(@PathVariable Long productId) {

return repo.findByProductId(productId);

}

}

**3. Implement an API Gateway**

**pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0" ...>

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>api-gateway</artifactId>

<version>1.0.0</version>

<dependencies>

<dependency>

<groupId>org.springframework.cloud</groupId>

<artifactId>spring-cloud-starter-gateway</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-actuator</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.cloud</groupId>

<artifactId>spring-cloud-starter-netflix-eureka-client</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-cache</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-redis</artifactId>

</dependency>

</dependencies>

<dependencyManagement>

<dependencies>

<dependency>

<groupId>org.springframework.cloud</groupId>

<artifactId>spring-cloud-dependencies</artifactId>

<version>2023.0.1</version>

<type>pom</type>

<scope>import</scope>

</dependency>

</dependencies>

</dependencyManagement>

</project>

**application.yml**

server:

port: 8080

spring:

application:

name: api-gateway

cloud:

gateway:

routes:

- id: customer-service

uri: http://localhost:8081

predicates:

- Path=/customers/\*\*

filters:

- RewritePath=/customers/(?<segment>.\*), /$\{segment}

- name: RequestRateLimiter

args:

redis-rate-limiter.replenishRate: 5

redis-rate-limiter.burstCapacity: 10

- id: billing-service

uri: http://localhost:8082

predicates:

- Path=/billing/\*\*

filters:

- RewritePath=/billing/(?<segment>.\*), /$\{segment}

redis:

host: localhost

port: 6379

eureka:

client:

service-url:

defaultZone: <http://localhost:8761/eureka>

**ApiGatewayApplication.java**

@SpringBootApplication

@EnableDiscoveryClient

public class ApiGatewayApplication {

public static void main(String[] args) {

SpringApplication.run(ApiGatewayApplication.class, args);

}

}

**CustomerService**

**CustomerServiceApplication.java**

@SpringBootApplication

@RestController

public class CustomerServiceApplication {

public static void main(String[] args) {

SpringApplication.run(CustomerServiceApplication.class, args);

}

@GetMapping("/hello")

public String hello() {

return "Hello from Customer Service!";

}

}

**BillingServiceApplication.java**

@SpringBootApplication

@RestController

public class BillingServiceApplication {

public static void main(String[] args) {

SpringApplication.run(BillingServiceApplication.class, args);

}

@GetMapping("/pay")

public String pay() {

return "Billing successful from Billing Service!";

}

}

**4. Resilient Microservices with Circuit Breaker**

**pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>payment-service</artifactId>

<version>1.0.0</version>

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-webflux</artifactId>

</dependency>

<dependency>

<groupId>io.github.resilience4j</groupId>

<artifactId>resilience4j-spring-boot3</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-actuator</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-logging</artifactId>

</dependency>

</dependencies>

<dependencyManagement>

<dependencies>

<dependency>

<groupId>io.github.resilience4j</groupId>

<artifactId>resilience4j-bom</artifactId>

<version>2.1.0</version>

<type>pom</type>

<scope>import</scope>

</dependency>

</dependencies>

</dependencyManagement>

</project>

**application.yml**

server:

port: 8083

spring:

application:

name: payment-service

resilience4j:

circuitbreaker:

instances:

paymentAPI:

registerHealthIndicator: true

slidingWindowSize: 5

failureRateThreshold: 50

waitDurationInOpenState: 10s

permittedNumberOfCallsInHalfOpenState: 2

minimumNumberOfCalls: 3

management:

endpoints:

web:

exposure:

include: "\*"

**PaymentServiceApplication.java**

@SpringBootApplication

public class PaymentServiceApplication {

public static void main(String[] args) {

SpringApplication.run(PaymentServiceApplication.class, args);

}

}

**PaymentController.java**

package com.example.paymentservice.controller;

import io.github.resilience4j.circuitbreaker.annotation.CircuitBreaker;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.web.bind.annotation.\*;

import org.springframework.web.reactive.function.client.WebClient;

import reactor.core.publisher.Mono;

@RestController

@RequestMapping("/payment")

public class PaymentController {

private static final Logger log = LoggerFactory.getLogger(PaymentController.class);

private final WebClient webClient;

public PaymentController(WebClient.Builder builder) {

this.webClient = builder.baseUrl("https://httpstat.us/200?sleep=5000").build(); // Simulates a slow API

}

@GetMapping("/process")

@CircuitBreaker(name = "paymentAPI", fallbackMethod = "fallbackPayment")

public Mono<String> makePayment() {

log.info("Calling external payment API...");

return webClient

.get()

.retrieve()

.bodyToMono(String.class)

.doOnNext(res -> log.info("Response received: {}", res));

}

public Mono<String> fallbackPayment(Throwable t) {

log.error("Fallback triggered due to: {}", t.getMessage());

return Mono.just("Payment service is currently unavailable. Please try again later.");

}

}